**Formação TypeScript**

**TypeScript Parte I – Evoluindo seu JavaScript**

1. **Aula 1 – Porque usar TypeScript:**
   1. A primeira coisa quando vamos codar em typescript é fazer a preparação do ambiente, ou seja, instalar node.js e depois dar um npm install no terminal dentro da pasta do projeto para instalar as dependências do server para rodar nossa aplicação.
      1. Npm run server: Starta o server quando rodar o comando no terminal dentro da pasta do projeto.
      2. No meu caso estou usando a extensão live server do VScode pois não funcionou de jeito nenhum.
   2. Negociação, modelagem e regras:
      1. #: variável privada, não se altera.
      2. Criamos uma classe de negociação para nossa aplicação onde possui as variáveis de data, quantidade e valor privadas com um # antes delas e um construtor que atribui esses valores ao ser criado.
      3. Teoricamente não poderíamos conseguir alterar os valores dessas variáveis diretamente, então fizemos o teste com uma atribuição direta fora do construtor.
      4. Ao fazer um console.log do antes e depois dessa atribuição direta, notamos que ao invés de alterar o valor da variável privada, ele criou uma nova variável com o valor novo atribuído:

// Módulo da negociação

export class Negociacao {

  #data;

  #quantidade;

  #valor;

  constructor(data, quantidade, valor) {

    this.#data = data;

    this.#quantidade = quantidade;

    this.#valor = valor;

  }

}

// Módulo do APP

import { Negociacao } from "./models/negociacao.js";

const negociacao = new Negociacao(new Date(), 10, 100);

console.log(negociacao)

negociacao.quantidade = 1000

console.log(negociacao)

![](data:image/png;base64,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)

* + 1. O módulo do app é o que está vinculado a nossa aplicação web.
  1. Finalização do modelo:
     1. Lembrando que se quiser visualizar uma variável privada, não conseguimos mesmo que tentemos colocar o # antes dela num console.log:

console.log(negociacao.#data)

![](data:image/png;base64,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)

* + 1. Se tentarmos visualizar sem o # ele dá como Undefined.
    2. Portanto precisamos criar getters para essas propriedades para que possamos visualizar elas, embora ainda não poderemos fazer alterações diretamente utilizando elas, pois são getters e não setters.
  1. Motivação do TypeScript:
     1. Quando utilizamos JS só vamos descobrir que cometemos um erro no código em run time, ou seja, em tempo de execução dele, seja já na produção ou então no ambiente de testes, tendo que fazer o código voltar para revisar o que deu errado.
     2. O TS trás tudo o que o JS possuí e ainda muito mais, fazendo com que esse tipo de erro não aconteça. O tipo de coding é igual, mas com muito mais ferramentas pois ela é um super do ECMA desenvolvido pela Microsoft. Uma das funcionalidades incríveis é que conseguimos identificar e pegar esses erros em tempo de desenvolvimento, adiantando muito caso algo dê errado.
  2. O que aprendemos:
     1. Introdução ao projeto e sua estrutura;
     2. Um pouco sobre módulos do ECMASCRIPT;
     3. Modelagem de uma Negociação em Javascript;
     4. Buracos em nossa modelagem por limitações da linguagem Javascript.

1. **Aula 2 – TypeScript e Compilador:**
   1. Instalando o TypeScript:
      1. npm install typescript --save-dev: Instalação da versão mais recente do TS via terminal no VScode.
      2. npm install typescript@n.n.n --save-dev: Instalação de uma versão específica do TS via terminal no VScode. Substituir ‘n’ pelos números da versão que quiser.
   2. Arquivos TS:
      1. A extensão de arquivos com código em TS é justamente essa: .ts.
      2. Simplesmente ao alterar a extensão do arquivo, antes mesmo de instalar o compilador e fazer a configuração do TS, ele já começa a nos mostrar os erros do nosso código e, ao colocar o mouse em cima do erro, ele exibe o motivo de estar errado.
      3. Se tentarmos carregar esse arquivo no navegador ele não irá reconhecer, pois o navegador nem sabe o que é o TS.
      4. Por causa disso temos o compilador e uma outra pasta chamada app. Na pasta chamada app nós deixamos tudo da nossa aplicação que será escrito em TS e, na pasta dist, onde estavam nossos arquivos que antes eram JS, ficará tudo o que o navegador consegue ler.
      5. O compilador serve justamente para converter tudo o que vamos escrever em TS para JS e jogar automaticamente nas pastas correspondentes dentro da pasta dist.
   3. **SOLUÇÃO PARA O PROBLEMA DE NÃO RODAR O COMPILADOR E NEM O SERVER!!!!!**
      1. Não estava nada funcionando, nem o compilador nem o server, não permitindo com que eu desse continuação no curso.
      2. O que eu fiz para que funcionasse foi deletar a pasta de node\_modules e o arquivo package-lock.json de dentro da pasta do projeto e baixar a versão mais atualizada do nodejs via chocolatey diretamente na máquina.
      3. Ele provavelmente será instalado na pasta C:\Users\nomeDoUsuário\AppData\Roaming\, onde você encontrará a seguir diversas pastas, dentre elas a do npm.
      4. Ao entrar no npm\node\_modules, você deverá encontrar 2 pastas ‘npm’ e ‘lite-server’, se a segunda não estiver, provavelmente deu erro durante a instalação do gerador/conector com o servidor, para corrigir basta pesquisar por lite-server no google, mas, se bem me lembro, você pode instalar ele globalmente a partir do npm install --global lite-server, ou dentro do próprio projeto a partir do npm install lite-server –save-dev. Na segunda opção deverá colocar “scripts”: {“dev”: “lite-server”} dentro do package.json e rodar um npm run dev no console na pasta do projeto para que inicie o server. Se o index.html que exibirá sua aplicação não estiver na raiz do projeto, coloque o parâmetro –baseDir=caminho\da\pasta\do\index\. Lembrando que tudo o que foi dito dentro da segunda opção é para ser feito na pasta do projeto.
      5. Ao instalar globalmente a pasta do lite-server deverá aparecer e, a partir desse ponto, iniciar o server normalmente no seu projeto.
      6. Para começarmos com o TS primeiro precisamos instalar ele e, para isso, vamos seguir para a pasta no caminho C:\Users\nomeDoUsuário\AppData\Roaming\npm\node\_modules\npm e nessa pasta instalar o typescript na versão que desejar a partir do npm install [typescript@4.2.2](mailto:typescript@4.2.2) (essa versão foi a que usei para o curso, mas sugere utilizar a mais recente. Nesse caso não precisa do @ e nem nada depois dele). Ao rodar esse comando nessa pasta, toda a instalação será feita adequadamente.
      7. Porém, o compilador (tsc (typescript compiler)) provavelmente ainda não funcionará. Para que ele passe a ser reconhecido como um comando precisamos colocar a pasta em que ele se encontra na nossa variável PATH no PowerShell ou CMD. Em ambos os casos para fazer isso precisamos ir lá na pasta onde os comandos do TS se encontram, geralmente sendo no C:\Users\nomeDoUsuario\AppData\Roaming\npm\node\_modules\npm\node\_modules\.bin, mas que para descobrir pode simplesmente usar o comando ls -Recurse \*tsc\* para listar todos os arquivos que possuem essas letras no nome. O que procuramos é uma tríade de tsc, tsc.cmd e tsc.ps1. Após encontrar e entrar na pasta em que esses arquivos estão, podemos usar o comando pwd para ver o caminho todo desde o disco e copiar esse caminho. Em seguida utilizaremos o comando setx PATH “%PATH%;C:\todo\o\camiho\descoberto\pelo\pwd”. Após sua execução aparecerá uma mensagem de êxito e então devemos reiniciar o PS e/ou CMD e também o VScode, ou seja lá a IDE que esteja utilizando, só então veremos o resultado.
         1. **[NOTA!!]:** **Não tenho certeza se no PS realmente precisa ou sequer funciona colocar o %PATH%; e depois todo o caminho para setar o novo caminho nele. Talvez seja necessário colocar o $env:Path ou então só $Path ou $PATH para que dê certo. Se estiver utilizando o CMD, NÃO ESQUEÇA DE COLOCAR DE MANEIRA NENHUMA OU PODE DAR MUITO ERRADO!!!! Para ter certeza que vai ficar tudo bem, faça um backup do path utilizando o echo %PATH% $Path ou $env:Path e guarde o arquivo em segurança para poder recuperar caso de errado. Qualquer dúvida consultar as anotações de CMD/PROMPT. No meu caso eu estava usando o PS e esqueci que precisava colocar o “%PATH%; caminho\novo” para adicionar ao path e não substituir ele todo, mas acabou que o PS identificou que eu queria adicionar e não substituir, então deu certo, mas não confie, faça certo.**
      8. A partir desse ponto tanto o compilador quanto o server init devem estar funcionando adequadamente no seu projeto e com as configurações de tsconfig.json que você fizer para ele.
   4. Configuração básica do compilador:
      1. Para configurar nosso compilador precisamos criar um arquivo chamado tsconfig.json e, dentro dele, colocar algumas pequenas opções como:

{

  "compilerOptions": {        // Define as opções de compilação

    "outDir": "dist/js",      // Diz qual é o diretório em que os arquivos compilados serão direcionados

    "target": "ES6"           // Diz que o alvo de conversão, ou seja, para qual tipo de JS ou ES ele deve converter nossos arquivos TS ao compilar, nesse caso dissemos que queremos o EcmaScript 6

  },

  "include": ["app/\*\*/\*"]     // Diz para o compilador que, ao compilar, é para incluir todos os arquivos que estiverem dentro da pasta app e suas subpastas na sua conversão

}

* + 1. Após configurar devemos ir até a pasta package.json do nosso projeto e colocar dentro do script um comando “compile”: “tsc” e dentro das “devDepencencies”: {“typescript”: “^4.2.2”}.
       1. Coloquei 4.2.2 pois foi a versão do TS que instalei, caso tenha outra, verifique a versão e coloque-a aqui.
  1. Aprimorando a configuração:
     1. Adicionamos uma configuração que não permite a compilação e geração dos arquivos JS se nosso script de TS estiver com erros:

    "noEmitOnError": true     // Não permite gerar arquivos JS enquanto tiver erros no nosso código

* 1. Automatizando a compilação de arquivos:
     1. Ficar finalizando nosso server, rodando a compilação e depois rodar o server novamente para ver o resultado é bem ruim, por isso colocamos uma nova função no nosso script no package.json chamada watch e que recebe tsc -w, ou seja, o compilador fica assistindo a qualquer mudança existente no nosso TS e, ao notar alguma diferença quando salvamos o arquivo, ele compila automaticamente gerando os novos arquivos js.

    "watch": "tsc -w"

* 1. O modificador private:
     1. O # é o método mais recente de definir que algo é privado no JS, contudo, não no TS. Para definir que uma propriedade é privada em TS precisamos colocar o \_propriedade em todas elas.
     2. Entretanto, ao tentar acessar de fora do construtor ainda será possível, mesmo que esteja com o \_. Para corrigir isso, colocamos o *private* antes da \_propriedade na hora de definir ela, assim, sempre que tentarmos alterar de fora do construtor, teremos um erro como estava sendo com a # anteriormente:

private \_data;

    private \_quantidade;

    private \_valor;

* + 1. Ao ver o JS notamos que todas as nossas propriedades privadas possuem somente o \_ antes delas, o que não garante segurança nenhuma para o nosso código e que as pessoas que acessarem a aplicação modifique essas propriedades diretamente.
    2. O que garantimos com esse método de privatização é que ninguém será capaz de alterar nossas variáveis diretamente em tempo de coding e compilação.
  1. O que aprendemos:
     1. Download do TypeScript;
     2. Configuração do compilador e papel do tsconfig.json;
     3. Integração com scripts do Node.js;
     4. Modificadores de acesso private e public;
     5. Benefícios iniciais da linguagem TypeScript.

1. **Aula 3 – Benefícios da Tipagem Estática:**
   1. O controller de negociação:
      1. Criamos uma classe que recebe das as variáveis da nossa aplicação e criamos um método para ela que sempre que adicionar ela irá imprimir o valor colocado. Isso é provisório, apenas para testar se está funcionando:

export class NegociacaoController {

  private inputData;

  private inputQuantidade;

  private inputValor;

  constructor() {

    this.inputData = document.querySelector('#data');

    this.inputQuantidade = document.querySelector('#quantidade');

    this.inputValor = document.querySelector('#valor');

  }

  adiciona() {

    console.log(this.inputData);

    console.log(this.inputQuantidade);

    console.log(this.inputValor);

  }

}

* + 1. O controller é o que fará o intermédio, é ele que irá mandar os dados para criar a instância de negociação quando clicar no botão incluir da nossa aplicação.
  1. Integração com o formulário:
     1. Importamos nosso arquivo de negociação-controller e pegamos com querySelector o formulário da nossa página.
     2. Criamos um addEventListener() para que sempre que for submetido o controller use o método adiciona, imprimindo o que foi escrito no console:

import { NegociacaoController } from "./controllers/negociacao-controller.js";

const controller = new NegociacaoController();

const form = document.querySelector('.form');

form.addEventListener('submit', event => {

  event.preventDefault();

  controller.adiciona();

});

* + 1. O event.preventDefault() faz com que a página não recarregue ao submeter o formulário.
  1. Surpresa ao instanciar uma negociação:
     1. Fizemos o código correto agora, ao invés de exibir o que o usuário colocou, instanciamos o nosso objeto:

adiciona() {

    const negociacao = new Negociacao(

      this.inputData.value,

      this.inputQuantidade.value,

      this.inputValor.value

    );

    console.log(negociacao)

  }

* + 1. Pegamos somente o valor de cada input, caso contrário seria exibido a tag inteira no console.log.
    2. Porém, mesmo que tenha dado certo quando executamos nossa aplicação web, ela também deu errado, isso porque todos os valores recebidos estão com formato de str e não de data e int/float como deveria.
    3. Apesar de termos esse erro o TS não mostrou pra gente na hora de compilar. Isso acontece porque, como o nome diz, TS é uma linguagem de tipagem estática e podemos dizer para ele qual é o tipo de cada propriedade que queremos.
    4. Ao fazer isso ele passará a nos mostrar que o tipo esperado em um construtor, por exemplo, é diferente do que ele receberá, dando um erro de compilação e nos permitindo concertar antes do run time.
  1. O tipo implícito any:
     1. Como estamos trabalhando com TS, não faz sentido deixar as propriedades com valor any, uma vez que não estaríamos utilizando o type do typescript.
     2. Considerando isso, podemos adicionar uma configuração no nosso tsconfig.json que impede que possamos deixar as propriedades como any, sempre tendo que definir qual é o tipo dela:

    "noImplicitAny": true     // Não permite que deixemos as nossas propriedades como any. Temos que sempre definir um tipo para elas.

* + 1. Para definir o tipo de uma propriedade, colocamos :tipo:

constructor(data: Date, quantidade: number, valor: number) {

        this.\_data = data;

        this.\_quantidade = quantidade;

        this.\_valor = valor;

    }

* + 1. O interessante é colocarmos também na definição da nossa propriedade, lá no início:

export class Negociacao {

    private \_data: Date;

    private \_quantidade: number;

    private \_valor: number;

* 1. Ajustando nosso controller:
     1. Podemos explicitar que queremos que o tipo da nossa propriedade seja any, seguindo o que foi mostrado acima.
     2. Entretanto não é muito bom fazer isso, pois como o TS trabalha com tipagem definida, é muito melhor e mais fácil de codar quando passamos um tipo definido para ele.
     3. Um exemplo disso é a ajuda do autocomplete, ao tentar utilizar o autocomplete em uma propriedade do tipo any, ele não mostra nada, pois o TS não sabe o que você quer com aquela propriedade.
     4. Em contra partida, após definir o tipo da nossa variável para data, por exemplo, o autocomplete irá exibir todos os métodos disponíveis que podemos utilizar com propriedades do tipo data. O mesmo para number e afins.
     5. Além desses tipos mais comuns, o TS também possuí tipos para elementos do DOM, como o HTMLInputElement, e podemos utilizar eles para tipar nossas propriedades.

export class NegociacaoController {

  private inputData: HTMLInputElement;

  private inputQuantidade: HTMLInputElement;

  private inputValor: HTMLInputElement

* + 1. Entretanto, ao fazer essa tipagem, nosso compilador exibirá um erro dizendo que o que estamos tentando receber é desses inputs são strings, mas que deveríamos estar recebendo datas ou números, que foi o que definimos no negociação.ts:
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* + 1. Só para deixar claro:
       1. Código do negociacao.ts:

export class Negociacao {

    private \_data: Date;

    private \_quantidade: number;

    private \_valor: number;

    constructor(data: Date, quantidade: number, valor: number) {

        this.\_data = data;

        this.\_quantidade = quantidade;

        this.\_valor = valor;

    }

    get data() {

        return this.\_data;

    }

    get quantidade() {

        return this.\_quantidade;

    }

    get valor() {

        return this.\_valor;

    }

    get volume() {

        return this.\_quantidade \* this.\_valor;

    }

}

* + - 1. Código do negociacao-controller.ts:

import { Negociacao } from "../models/negociacao.js";

export class NegociacaoController {

  private inputData: HTMLInputElement;

  private inputQuantidade: HTMLInputElement;

  private inputValor: HTMLInputElement;

  constructor() {

    this.inputData = document.querySelector('#data');

    this.inputQuantidade = document.querySelector('#quantidade');

    this.inputValor = document.querySelector('#valor');

  }

  adiciona() {

    const negociacao = new Negociacao(

      this.inputData.value,

      this.inputQuantidade.value,

      this.inputValor.value

    );

    console.log(negociacao)

  }

}

* 1. Convertendo dados de entrada:
     1. Fazemos conversões utilizando o parseInt(this.inputHtml.value) para números inteiros e parseFloat(this.inputHtml.value) para números com ‘.’.
     2. No caso da data, nós recebemos o ‘–‘ separando ano, mês e dia do nosso input. Para fazer a separação por ‘,’ criamos uma regex e utilizamos o replace, substituindo tudo o que o regex encontrar por ‘,’:

const exp = /-/g;

    const date = new Date(this.inputData.value.replace(exp, ','));

* + 1. Precisamos fazer essa substituição porque para que um objeto do tipo date seja criado ele precisa receber uma string com as separações por ‘,’, tipo 11,11,2022 e, o que recebemos do input vem no formato 11-11-2022.
    2. Para facilitar fizemos todas as conversões e guardamos em variáveis, passando para o nosso construtor somente elas ao invés de todo aquele this.InputHtml.value:

  adiciona() {

    const exp = /-/g;

    const date = new Date(this.inputData.value.replace(exp, ','));

    const quantidade = parseInt(this.inputQuantidade.value);

    const valor = parseFloat(this.inputValor.value);

    const negociacao = new Negociacao(date, quantidade, valor);

    console.log(negociacao)

  }

* 1. Organizando melhor nosso código:
     1. Além das propriedades, os métodos de classe também são tipados e, sempre que esperarmos um retorno é bom tipar qual retorno esperamos:
        1. Código negociacao.ts:

export class Negociacao {

    private \_data: Date;

    private \_quantidade: number;

    private \_valor: number;

    constructor(data: Date, quantidade: number, valor: number) {

        this.\_data = data;

        this.\_quantidade = quantidade;

        this.\_valor = valor;

    }

    get data(): Date {

        return this.\_data;

    }

    get quantidade(): number {

        return this.\_quantidade;

    }

    get valor(): number {

        return this.\_valor;

    }

    get volume(): number {

        return this.\_quantidade \* this.\_valor;

    }

}

* + - 1. Código negociacao-controller.ts:

import { Negociacao } from "../models/negociacao.js";

export class NegociacaoController {

  private inputData: HTMLInputElement;

  private inputQuantidade: HTMLInputElement;

  private inputValor: HTMLInputElement;

  constructor() {

    this.inputData = document.querySelector('#data');

    this.inputQuantidade = document.querySelector('#quantidade');

    this.inputValor = document.querySelector('#valor');

  }

  adiciona(): void {

    const negociacao = this.criaNegociacao();

    console.log(negociacao)

  }

  criaNegociacao(): Negociacao {

    const exp = /-/g;

    const date = new Date(this.inputData.value.replace(exp, ','));

    const quantidade = parseInt(this.inputQuantidade.value);

    const valor = parseFloat(this.inputValor.value);

    return new Negociacao(date, quantidade, valor);

  }

}

* + 1. Sempre tipar os getters também. Se esperamos que o getter nos retorne um número, colocamos isso como tipo, se esperamos que o nosso método de classe retorne um construtor, devemos colocar o nome do construtor na tipagem, se esperamos que nosso método não retorne nada, colocamos void.
    2. É uma boa prática colocar o tipo de retorno esperado, se houver, logo na hora da criação do método, pois dessa forma garantimos que durante a sua escrita faremos tudo corretamente, já que o TS não deixará nada errado lá dentro.
    3. Criamos um método que cria a negociação e separamos do que apenas adiciona ela para deixar mais organizado.
  1. Limpando o formulário:
     1. Para limpar o formulário basta atribuir o valor ‘’ em todos os inputs.
     2. Decidimos voltar o foco para o primeiro input logo após a inclusão da nova proposta, para isso utilizamos o .focus.
     3. O nosso método não retorna nada, então já colocamos o tipo como void.
     4. Como queremos que tudo isso ocorro depois de ter sido adicionado, colocamos esse método como último do método adiciona:

adiciona(): void {

    const negociacao = this.criaNegociacao();

    console.log(negociacao);

    this.limparFormulario();

  }

  criaNegociacao(): Negociacao {

    const exp = /-/g;

    const date = new Date(this.inputData.value.replace(exp, ','));

    const quantidade = parseInt(this.inputQuantidade.value);

    const valor = parseFloat(this.inputValor.value);

    return new Negociacao(date, quantidade, valor);

  }

  limparFormulario(): void {

    this.inputData.value = '';

    this.inputQuantidade.value = '';

    this.inputValor.value = '';

    this.inputData.focus();

  }

* 1. O que aprendemos:
     1. O tipo implícito any;
     2. Benefícios da tipagem estática;
     3. Mais configurações do compilador tsc;
     4. Retorno de método explícito;
     5. Conversão de valores da interface do usuário.

1. **Aula 4 – Avançando na Modelagem do Dommínio:**
   1. Modelo de uma lista de negociações:
      1. Começamos a desenvolver um modelo de lista de negociações, onde receberá todas as negociações incluídas através do modelo de negociação e terá vários métodos para poder exibir as negociações feitas e afins, mas não será possível apagar uma negociação como está sendo no momento.
      2. Afinal, não faz sentido nenhum criarmos uma negociação em um dia e no outro ir lá e apagar ela criando uma nova como se nada tivesse acontecido. As nossas negociações devem ter um histórico inalterável.
      3. O modelo que estamos criando terá um array privado para armazenar as negociações feitas pelo modelo negociação.
      4. Ao criar esse array em propriedade privada temos como resultado um erro de tipagem. O TS nos diz que essa propriedade possuí um array do tipo any implícito. Veremos como corrigir a tipagem.
   2. Primeiro contato com Generics:
      1. Quando criamos um array ele é sempre do tipo genérico, ou seja, any, pois assim ela pode receber qualquer tipo de valor.
      2. Entretanto, não é isso que queremos e nem mesmo o TS permite que isso seja feito, já que colocamos aquela configuração do “noImplicitAny” = true, não permitindo que deixemos nada com tipagem any implícita.
      3. No nosso caso queremos que nossa array receba as negociações incluídas pelo modelo de negociação, então a tipagem do nosso array vai ser:

import { Negociacao } from "./negociacao.js";

export class Negociacoes {

  private negociacoes: Array<Negociacao> = [];

}

* + 1. Para definir a tipagem de um array precisamos colocar o diamante ‘<>’ na frente e dizer qual é o tipo desse array, ou seja, o que esperamos que seja adicionado dentro dele.
    2. Ao colocar a tipagem como um modelo que criamos, ele automaticamente faz a importação para o arquivo.
    3. Sempre precisamos lembrar de adicionar o .js no final da importação, pois ele não faz isso sozinho.
    4. Mesmo que estejamos trabalhando com arquivos ts, nossa importação deve ser js.
    5. Esse tipo de tipagem de array é interessante pois 99% das vezes nós queremos que tenha somente um tipo de dados nesse array e, quando vamos fazer uma iteração por exemplo, o elemento que criamos para fazer a iteração será automaticamente definido com a mesma tipagem do array, pois o TS entende que nada que está naquela lista pode ser diferente daquele tipo.
    6. Para exemplificar melhor criamos uma iteração:

const list: Array<string> = [];

list.push('Bruno');

list.push('Henrique');

for(let nome of list) {

  nome.

}

* + 1. No código acima dissemos que nosso array deve ser uma string e adicionamos através do push dois elementos de string nele. Considerando isso, o typescript entende que, por convenção, o let nome será também uma string, nos mostrando no autocomplete todos os métodos que podemos utilizar com strings quando colocamos o ‘.’ na frente dele:
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* + 1. Não só isso como também, ao colocar o mouse em cima do ‘let nome’, ele nos mostra que o tipo dessa variável é string:
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* + 1. Se alterarmos o tipo do array, mas não alterar o que está sendo adicionado através do push teremos um erro de compilação:

const list: Array<number> = [];

list.push('Bruno');

list.push('Henrique');

for(let nome of list) {

  nome.

}
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* + 1. E automaticamente o nosso ‘let nome’ se torna do tipo number juntamente com nosso array, pois definimos que esse seria o tipo dele. E, assim como no caso das strings, o autocomplete dele exibirá todos os métodos que podem ser utilizados com o tipo number:
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* + 1. Claro que podemos também definir explicitamente que o tipo do nosso array será any, assim não teremos nenhum erro de compilação por any implícito e nosso array poderá receber todo tipo de elemento, não dando erro de compilação se tentar dar um push de str, number ou até mesmo Date.
  1. Avançando com nosso modelo:
     1. Criamos o método de classe que adiciona a negociação na lista privada de negociações e o método lista que vai listar todas as negociações dentro do nosso array:

import { Negociacao } from "./negociacao.js";

export class Negociacoes {

  private negociacoes: Array<Negociacao> = [];

  adiciona(negociacao: Negociacao) {

    this.negociacoes.push(negociacao);

  }

  lista(): Array<Negociacao> {

    return this.negociacoes;

  }

}

* 1. Um problema não esperado:
     1. Fomos para o arquivo de negociacao-controller.ts, fizemos a importação do nosso modelo de negociacoes, criamos uma propriedade que recebe uma nova negociacao e, no método adiciona desse arquivo, falamos para que a negociação incluída na página seja adicionada no nosso array através do método adiciona dele:

import { Negociacao } from "../models/negociacao.js";

import { Negociacoes } from "../models/negociacoes.js";

export class NegociacaoController {

  private inputData: HTMLInputElement;

  private inputQuantidade: HTMLInputElement;

  private inputValor: HTMLInputElement;

  private negociacoes = new Negociacoes();

  adiciona(): void {

    const negociacao = this.criaNegociacao();

    this.negociacoes.adiciona(negociacao);

    console.log(this.negociacoes.lista());

    this.limparFormulario();

  }

* + 1. O console.log agora imprime a nossa lista completa através do método lista que criamos. Esse código é do arquivo negociacoes-controller.ts.
    2. Porém ainda temos um erro. Ao tentar remover um conteúdo da lista utilizando o pop(), ainda conseguimos, mesmo que toda essa operação de criar o modelo negociações para adicionar cada negociação feita na página no array para que não possa ser removido, tenha justamente essa intenção, não permitir que nenhuma negociação seja removida.
  1. Evitando a mutabilidade da lista:
     1. Podemos evitar isso simplesmente fazendo uma nova lista e colocando cada item da nossa lista imutável dentro dela, assim, o que será exibido para o cliente é a segunda lista, então ele pode adicionar e deletar itens a vontade, mas a nossa lista original não foi alterada.
     2. Para criar essa segunda lista com todos os itens da primeira utilizamos o spred operator (...) antes da nossa lista original no retorno do método lista que exibe nossas negociações:

import { Negociacao } from "./negociacao.js";

export class Negociacoes {

  private negociacoes: Array<Negociacao> = [];

  adiciona(negociacao: Negociacao) {

    this.negociacoes.push(negociacao);

  }

  lista(): Array<Negociacao> {

    return [...this.negociacoes];

  }

}

* 1. O modificador readonly:
     1. Ao colocar a palavra Readonly antes da tipagem de Array do método lista() do modelo de negociacoes.ts, ele cria uma lista idêntica ao array normal, mas sem nenhum método que possa alterar ele, ou seja, não existe push(), pop() e nem nada que um array comum possuí que o permite alterar, dando um erro de compilação sempre que o usuário tentar fazer uma alteração no array utilizando esses métodos:
        1. Código de negociacoes.ts:

lista(): ReadonlyArray<Negociacao> {

    return [...this.negociacoes];

  }

* + - 1. Código de negociacao-controller.ts:

  adiciona(): void {

    const negociacao = this.criaNegociacao();

    this.negociacoes.adiciona(negociacao);

    this.negociacoes.lista().pop()

    console.log(this.negociacoes.lista());

    this.limparFormulario();

  }

* + - 1. Erro ao tentar usar o pop() para alterar o array:
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* + 1. Esse tipo é super interessante quando queremos retornar uma lista somente leitura.
  1. O que aprendemos:
     1. Modelagem da classe Negociacoes;
     2. Utilização de Generics;
     3. Revisão sobre encapsulamento;
     4. Questões de mutabilidade e como solucioná-la;
     5. O tipo ReadonlyArray;
     6. Adição de negociações em nossa lista.

1. **Aula 5 – Simplificando Nosso Código:**
   1. Declaração no próprio construtor:
      1. Todo o código abaixo:

private \_data: Date;

    private \_quantidade: number;

    private \_valor: number;

    constructor(data: Date, quantidade: number, valor: number) {

        this.\_data = data;

        this.\_quantidade = quantidade;

        this.\_valor = valor;

    }

* + 1. Pode simplesmente ser substituído pelo código abaixo:

constructor(private \_data: Date, private \_quantidade: number, private \_valor: number) {}

* + 1. Ambos dizem a mesma coisa para o typescript, apenas simplificamos fazendo a declaração de todas as variáveis privadas logo no construtor. Em resumo: reduzimos 9 linhas de código para apenas 1.
  1. Arrays e Generics:
     1. Podemos fazer a declaração da tipagem do array um pouco diferente:
        1. Antes:

  private negociacoes: Array<Negociacao> = [];

* + - 1. Depois:

  private negociacoes: Negociacao[] = [];

* + - 1. Não muda muito, mas é um atalho que é permitido.
    1. A mesma lógica acima serve para o ReadonlyArray:
       1. Antes:

  lista(): ReadonlyArray<Negociacao> {}

* + - 1. Depois:

  lista(): readonly Negociacao[] {}

* 1. Mais sobre readonly:
     1. Nosso nosso código de negociacao.ts criamos vários getters para que pudéssemos ler os valores que nossas propriedades privadas possuem para que ninguém possa ser capaz de alterá-la diretamente.
     2. Mas, para deixar nosso código menor ainda, podemos remover todos os getters, tornar as variáveis que antes estavam como private para public, remover todos os ‘\_’ e colocar o readonly antes de sua declaração, dessa forma, ninguém poderá acessar nossas propriedades diretamente e ainda deixamos nosso código menor:
        1. Antes:

export class Negociacao {

    constructor(

        private \_data: Date,

        private \_quantidade: number,

        private \_valor: number

        ) {}

    get data(): Date {

        return this.\_data;

    }

    get quantidade(): number {

        return this.\_quantidade;

    }

    get valor(): number {

        return this.\_valor;

    }

    get volume(): number {

        return this.\_quantidade \* this.\_valor;

    }

}

* + - 1. Depois:

export class Negociacao {

    constructor(

        public readonly data: Date,

        public readonly quantidade: number,

        public readonly valor: number

        ) {}

    get volume(): number {

        return this.quantidade \* this.valor;

    }

}

* + - 1. Só mantemos o do volume pois ele não é uma propriedade e queremos que apareça como uma para sua visualização.
  1. Mais surpresas em nossa modelagem:
     1. O readonly não permite qualquer tipo de atribuição direta em propriedades primitivas, mas, se tivermos uma propriedade que é um objeto, como o Date(), ele pode ser alterado através de seus próprios métodos como o setDate(), alterando o dia da criação da negociação.
     2. Por conta disso precisamos saber um pouco sobre programação defensiva.
  2. Programação defensiva:
     1. Mesmo que utilizemos o getter para a data o problema acima não seria resolvido, pois o getter faz referência direta à nossa data original, podendo ainda ser alterada com os métodos de um Date().
     2. Para resolver o problema precisamos criar uma cópia da data original e exibir ela para o usuário, desse modo ele poderá alterar o quanto quiser, mas a data original em que nossa proposta foi criada se manterá imutável.
     3. Esse é um ótimo método de programação defensiva, evitando com que as nossas propriedades originais sejam alteradas. Foi exatamente a mesma coisa que fizemos com o array antes de colocar o readonly nele:
     4. Fizemos novamente o getter de data e voltamos a passar um atributo privado para ela:

    constructor(

        private \_data: Date,

        public readonly quantidade: number,

        public readonly valor: number

        ) {}

get data(): Date {

        const data = new Date(this.\_data.getTime());

        return data;

    }

* + - 1. Pegamos a hora em milissegundos da data informada para a propriedade privada \_data e formamos uma nova data com o new Date() a partir dela, atribuindo esse valor na constante data, ou seja, basicamente copiamos a exata data passada para o construtor na hora de criar a negociação na aplicação.
  1. O que aprendemos:
     1. Nova maneira de declaração de array com generics;
     2. O tipo ReadonlyArray;
     3. O modificador readonly;
     4. Getters vs propriedades públicas em modo de leitura;
     5. Programação defensiva.

**TypeScript Parte II – Avançando na Linguagem**

1. **Aula 1 – Elaborando Uma Solução de View:**
   1. Criando nossa primeira view:
      1. Para escrever uma string em várias linhas quebrando-as sem problemas utilizamos o ` string `.
      2. Para criar a nossa visualização começamos com um novo arquivo ts chamado negociacoes-view.ts e criamos uma classe com um método template nela.
      3. Declaramos que esse método deve retornar uma string a partir da tipagem dele e dentro do método criamos uma table html. Esse é o código do negociacoes-view.ts até agora:

export class NegociacoesView {

  template(): string {

    return `

    <table class="table table-hover tamble-bordered">

      <thead>

          <tr>

              <th>DATA</th>

              <th>QUANTIDADE</th>

              <th>VALOR</th>

          </tr>

      </thead>

      <tbody>

      </tbody>

    </table>

    `

  }

}

* 1. Integrando nossa view à página:
     1. Para fazer a integração dinâmica com o html precisamos criar uma div vazia com um ID que pode ser capturado pelo nosso código. Essa div será utilizada para que nosso código possa colocar a table html que criamos a partir do método template acima.
     2. Em seguida, ainda no nosso código view, criamos uma propriedade privada do tipo htmlElement e um construtor que recebe como parâmetro um seletor, ele é do tipo string.
     3. No nosso construtor colocamos que a propriedade elemento recebe uma querySelector do seletor passado como parâmetro, isto é, o ID que iremos pegar da div do index.
     4. Depois do método de template criamos um novo método chamado update que irá fazer um innerHtml do método template no elemento. Código do negociacoes-view.ts:

export class NegociacoesView {

  private elemento: HTMLElement;

  constructor(seletor: string) {

    this.elemento = document.querySelector(seletor);

  }

  template(): string {

    return `

    <table class="table table-hover tamble-bordered">

      <thead>

          <tr>

              <th>DATA</th>

              <th>QUANTIDADE</th>

              <th>VALOR</th>

          </tr>

      </thead>

      <tbody>

      </tbody>

    </table>

    `;

  }

  update(): void {

    this.elemento.innerHTML = this.template();

  }

}

* + 1. Para obter esse seletor, isto é, o ID da div em que a tabela será inserida, precisamos ir lá no código de negociacao-controller.ts, criar uma propriedade privada que recebe um new NegociacoesView recebendo o ID da div como parâmetro e, no construtor desse módulo, ou seja, na parte do código que roda toda vez que a página é carregada, precisamos colocar essa nova propriedade privada, que recebe a classe de NegociacoesView, com os métodos de template e update, para que sempre que a página for carregada o template seja gerado e inserido no html através do código acima. Código que foi adicionado no negociacao-controller.ts:

import { NegociacoesView } from "../views/negociacoes-view.js";

export class NegociacaoController {

  private inputData: HTMLInputElement;

  private inputQuantidade: HTMLInputElement;

  private inputValor: HTMLInputElement;

  private negociacoes = new Negociacoes();

  private negociacoesView = new NegociacoesView('#negociacoesView');

  constructor() {

    this.inputData = document.querySelector('#data');

    this.inputQuantidade = document.querySelector('#quantidade');

    this.inputValor = document.querySelector('#valor');

    this.negociacoesView.template();

    this.negociacoesView.update();

  }

* + 1. Ao abrir a página html notamos que o header da tabela já se faz presente:

![](data:image/png;base64,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)

* 1. Unindo view e modelo:
     1. Basicamente o que fizemos foi integrar a atualização da tabela sempre que uma nova negociação fosse inserida. Para isso, lá no método template do módulo de negociações-view.ts, nós adicionamos uma interpolação com ${} no tbody e dissemos que, a partir de um modelo, dentro dele seria inserido o retorno de um mapeamento da lista() das negociações, isto é, toda vez que uma negociação fosse adicionada ele iria adicionar uma nova linha na tabela com as informações passadas. Template do negociações-view.ts:

  template(model: Negociacoes): string {

    return `

    <table class="table table-hover table-bordered">

      <thead>

          <tr>

              <th>DATA</th>

              <th>QUANTIDADE</th>

              <th>VALOR</th>

          </tr>

      </thead>

      <tbody>

        ${model.lista().map(negociacao => {

          return `

            <tr>

                <td>?</td>

                <td>${negociacao.quantidade}</td>

                <td>${negociacao.valor}</td>

            </tr>

          `

        }).join('')}

      </tbody>

    </table>

    `;

  }

* + 1. O join(‘’) diz que é para pegar as tuplas que o map() cria, converter todos para str, juntar e deixar separado apenas por um espaço vazio, pois se mantivéssemos como tuplas o table não entenderia e daria erro.
    2. Para que funcionasse tivemos que passar um parâmetro para o template de um modelo que seria do tipo negociações, bem como o update para que ele atualize a table quando algo for inserido:

  update(model: Negociacoes): void {

    const template = this.template(model);

    console.log(template)

    this.elemento.innerHTML = template;

  }

* + 1. Como agora precisamos passar um modelo para que o update funcione, lá no código do negociaçao-controller.ts, passamos o parâmetro negociações para esse método do construtor, bem como para o método adiciona dele:

  constructor() {

    this.inputData = document.querySelector('#data');

    this.inputQuantidade = document.querySelector('#quantidade');

    this.inputValor = document.querySelector('#valor');

    this.negociacoesView.update(this.negociacoes);

  }

  adiciona(): void {

    const negociacao = this.criaNegociacao();

    this.negociacoes.adiciona(negociacao);

    console.log(this.negociacoes.lista());

    this.negociacoesView.update(this.negociacoes);

    this.limparFormulario();

  }

* 1. Formatando a data:
     1. Para formatar a data na table utilizamos o Intl.DateTimeFormat(), pois através dessa técnica a data passada para a aplicação será automaticamente formatada para a timezone que o navegador do usuário estiver:

<td>${new Intl.DateTimeFormat().format(negociacao.data)}</td>

* 1. O que aprendemos:
     1. Inspiração no React para criação de templates declarativos e dinâmicos;
     2. Manipulação declarativa do DOM através de template;
     3. Template dinâmico;
     4. Formatação de datas usando Intl.

1. **Aula 2 – Herança e Reaproveitamento de Código:**
   1. Mensagem view:
      1. Criamos basicamente o mesmo código da table num módulo novo chamado de mensagem-view.ts para inserir no html uma mensagem quando uma nova negociação fosse adicionada.
      2. O que mudamos foi somente o retorno do template. Código do mensagem-view.ts:

export class MensagemView {

  private element: HTMLElement;

  constructor (seletor: string) {

    this.element = document.querySelector(seletor)

  }

  template(model: string): string {

    return `

      <p class="alert alert-info">${model}</p>

    `

  }

  update(model: string): void {

    const template = this.template(model);

    this.element.innerHTML = template;

  }

}

* 1. Herança e pequena surpresa:
     1. Para herdar uma classe utilizamos extends NomeDaClasse logo na criação de uma nova classe:

export class NegociacoesView extends View {

* + 1. A partir dessa herança podemos colocar o construtor e as propriedades que várias classes tem em comum lá na classe mãe e deletar essa repetição das classes filhas.
    2. Elementos/propriedades declaradas como privadas na classe mãe não pode ser acessadas pelas classes filhas, porém, se deixar pública, qualquer um teria acesso. Para concertar isso declaramos essas propriedades como protected, onde todas as classes filhas dessa podem usar, mas outras que não são filhas não podem. Código da classe mãe view:

export class View {

  protected elemento: HTMLElement;

  constructor(seletor:string) {

    this.elemento = document.querySelector(seletor);

  }

}

* + 1. A partir daqui podemos deletar todo esse código que também está nas classes filhas.
  1. Mais surpresas com Herança:
     1. Quando tentamos criar um código genérico, acaba que não da certo por causa da tipagem. Um mesmo método da classe mãe tipada como string deveria ser herdada e usada para 2 classes filhas, mas com tipagens diferentes. Na que possui tipagem string, funciona normalmente, mas na que possui outra tipagem para esse método ocorre um erro.
     2. Essa é uma limitação do typescript que precisamos ver como corrigir.
  2. Avançando no uso de Generics:
     1. Para corrigir o erro acima utilizamos o generics, isto é, na classe mãe colocamos um <T> na frente da classe, bem como na declaração de tipagem dos métodos dela, desse modo, nas classes filhas poderemos determinar qual é o tipo que elas usaram nesses métodos sem ter imcompatibilidade com a classe mãe, correndo tudo perfeitamente:
        1. Código de view.ts:

export class View<T> {

  protected elemento: HTMLElement;

  constructor(seletor:string) {

    this.elemento = document.querySelector(seletor);

  }

  template(model: T): string {

    throw Error('A classe filha deve implementar o método template')

  }

  update(model: T): void {

    const template = this.template(model);

    this.elemento.innerHTML = template;

  }

}

* + - 1. Código de mensagem-view.ts:

import { View } from "./view.js";

export class MensagemView extends View<string> {

  template(model: string): string {

    return `

      <p class="alert alert-info">${model}</p>

    `

  }

}

* + - 1. Código de negociacoes-view.ts:

import { Negociacoes } from "../models/negociacoes.js";

import { View } from "./view.js";

export class NegociacoesView extends View<Negociacoes> {

  template(model: Negociacoes): string {

    return `

    <table class="table table-hover table-bordered">

      <thead>

          <tr>

              <th>DATA</th>

              <th>QUANTIDADE</th>

              <th>VALOR</th>

          </tr>

      </thead>

      <tbody>

        ${model.lista().map(negociacao => {

          return `

            <tr>

                <td>${new Intl.DateTimeFormat().format(negociacao.data)}</td>

                <td>${negociacao.quantidade}</td>

                <td>${negociacao.valor}</td>

            </tr>

          `

        }).join('')}

      </tbody>

    </table>

    `;

  }

}

* 1. Classe abstrata:
     1. Decidimos anteriormente que nossa classe mãe view lançaria um erro se as classes filhas não sobrescrevessem o método template() a partir de um throw Error(), mas o desenvolvedor só saberia que ele esqueceu de sobrescrever esse método em uma classe filha em runtime, ou seja, quebra totalmente o propósito do TS.
     2. Para corrigir isso colocamos o modificador abstract antes da classe mãe e do método que queremos dar erro se não tiver sido sobrescrevida, desse modo, não deixando nosso código nem mesmo compilar se não tiver sido sobrescrito nas classes filhas. Código da classe mãe view.ts:

export abstract class View<T> {

  protected elemento: HTMLElement;

  constructor(seletor:string) {

    this.elemento = document.querySelector(seletor);

  }

  abstract template(model: T): string;

  update(model: T): void {

    const template = this.template(model);

    this.elemento.innerHTML = template;

  }

}

* + 1. Removemos todo o bloco de código do método, deixando somente a tipagem e dizendo que ele é abstrato.
    2. Esses recursos de generics, esticamente tipado, abstrato são todas coisas que só conseguimos fazer no TS, jamais seria possível fazer no JS. Por isso que é tão vantajoso utilizar essa linguagem.
  1. O que aprendemos:
     1. Herança com TypeScript;
     2. Classes com tipo genérico;
     3. Classes abstratas;
     4. O modificador protected.

1. **Aula 3 – Visibilidade de Métodos e Enumeration:**
   1. Visibilidade do método template:
      1. Para garantirmos que um método não apareça visivelmente em nenhum outro lugar a não ser para as classes filhas da qual está sendo herdada, colocamos o modificador protected, assim como para as propriedades.
   2. Métodos privados:
      1. Criamos um método privado para a negociações-view.ts para que somente ela possa usar e deixar nosso código mais legível.
   3. Organizando melhor nosso código:
      1. Podemos criar funções privadas que retornam condições para deixar o código mais legível/semântico em qualquer parte que use essa condição.
   4. Enumerations:
      1. Criando uma enumeration:

export enum DiasDaSemana {

  DOMINGO, SEGUNDA, TERÇA, QUARTA, QUINTA, SEXTA, SABADO

}

* + 1. Basta importar nos módulos da aplicação que usaremos
  1. Cuidados na declaração de enums:
     1. Se mudar a ordem dos escritos, a numeração automaticamente atribuídas a eles também muda, para garantir que ficará tudo sempre com a mesma numeração devemos atribuir na mão:

export enum DiasDaSemana {

  DOMINGO = 0,

  SEGUNDA = 1,

  TERÇA = 2,

  QUARTA = 3,

  QUINTA = 4,

  SEXTA = 5,

  SABADO = 6

}

* 1. O que aprendemos:
     1. Visibilidade de métodos;
     2. Validando negociações em dias úteis;
     3. Vantagens do uso de enums;
     4. Cuidados com enums.

1. **Aula 4 – Lapidando Nosso Código:**
   1. Isolando a lógica de conversão de entrada:
      1. Isolamos a lógica de conversão de entrada colocando todo o código que estava no módulo negociação-controller e colocando no módulo de negociações com o nome de criaDe(), para fazer a conversão direto para string formatando mais facilmente nossa tabela:

public criaDe(dateString: string, quantidadeString: string, valorString: string): Negociacao {

        const exp = /-/g;

        const date = new Date(dateString.replace(exp, ','));

        const quantidade = parseInt(quantidadeString);

        const valor = parseFloat(valorString);

        return new Negociacao(date, quantidade, valor);

    }

* + 1. Porém, para que funcione, lá no método adiciona() do módulo negociação-controller precisamos adicionar uma nova constante instanciando esse objeto novo:

public adiciona(): void {

    const negociacaoTemp = new Negociacao(null, 0, 0);

    const negociacao = negociacaoTemp.criaDe(

      this.inputData.value,

      this.inputQuantidade.value,

      this.inputValor.value

    );

* + 1. Ao final de tudo, a aplicação continua funcionando perfeitamente.
  1. Métodos estáticos:
     1. Como podemos ver, o método adiciona() acima virou uma bagunça de instanciamento de objeto. Para concertar isso podemos simplesmente dizer que o método ciraDe() é, além de public, static. Dessa forma podemos acessar esse método de outros módulos normalmente:
        1. Módulo negociação:

public static criaDe(dateString: string, quantidadeString: string, valorString: string): Negociacao {

        const exp = /-/g;

        const date = new Date(dateString.replace(exp, ','));

        const quantidade = parseInt(quantidadeString);

        const valor = parseFloat(valorString);

        return new Negociacao(date, quantidade, valor);

    }

* + - 1. Módulo negociação-controller:

public adiciona(): void {

    const negociacao = Negociacao.criaDe(

      this.inputData.value,

      this.inputQuantidade.value,

      this.inputValor.value

    );

* + 1. É desse modo então que fazemos para permitir que um método de um módulo específico esteja disponível em qualquer parte da aplicação, transformando-o num método da própria classe e não simplesmente de instancia como estava antes.
    2. Métodos estáticos sempre public, caso contrário não faz sentido converter para estático.
  1. Protegendo nosso template:
     1. É sempre importante colocar um scape no nosso código para evitar que alguém coloque qualquer tipo de código malicioso no nosso programa. Para fazer isso colocamos uma regex que, através do replace(), elimina toda uma tag <script> possa ter no template da aplicação, evitando qualquer tipo de problema.
     2. Existem navegadores que já fazem essa proteção por padrão, mas outros não, então é importante que façamos nós mesmos para garantir. Então lá no módulo de view nós vamos adicionar uma condição e um novo parâmetro privado para o construtor, que recebe verdadeiro ou falso caso queiramos ativar ou desativar esse scape:

export abstract class View<T> {

  protected elemento: HTMLElement;

  private escapar = false;

  constructor(seletor:string, escapar: boolean) {

    this.elemento = document.querySelector(seletor);

  }

  protected abstract template(model: T): string;

  public update(model: T): void {

    let template = this.template(model);

    if(this.escapar) {

      template = template.replace(/<script>[\s\S]\*?<\/script>/, '')

    }

    this.elemento.innerHTML = template;

  }

}

* 1. Parâmetros opcionais:
     1. Contudo, caso já tenhamos 100 views na aplicação, fica complicado fazer uma alteração em cada parâmetro dizendo se queremos ativar ou não o scape nele, quebrando o código num todo.
     2. Para resolver esse problema podemos deixar esse parâmetro como opcional, só colocando true naqueles que queremos deixar o scape ativo.
     3. Para isso basta simplesmente colocar uma ‘?’ na frente do parâmetro de scape do construtor. Esse recurso da linguagem faz com que o código entenda que se esse parâmetro não for passado ele deve adotar o que foi atribuído previamente na declaração do parâmetro que, nesse caso atual, seria o false, evitando todos os erros que poderiam dar no código inteiro.
     4. Além de colocar o ‘?’ para deixar como opcional também precisamos colocar uma condição no construtor dizendo para o escapar atribuir o valor True nela caso o parâmetro passado seja True:

export abstract class View<T> {

  protected elemento: HTMLElement;

  private escapar = false;

  constructor(seletor:string, escapar?: boolean) {

    this.elemento = document.querySelector(seletor);

    if (escapar) {

      this.escapar = escapar;

    }

  }

  protected abstract template(model: T): string;

  public update(model: T): void {

    let template = this.template(model);

    if(this.escapar) {

      template = template.replace(/<script>[\s\S]\*?<\/script>/, '')

    }

    this.elemento.innerHTML = template;

  }

}

* + 1. Não podemos colocar o primeiro parâmetro como opcional e o segundo como obrigatório. E nem colocar o primeiro obrigatório, o segundo opcional e um terceiro obrigatório, o código vai dar erro. Os parâmetros opcionais sempre devem vir por último.
  1. O que aprendemos:
     1. Revisão da lógica de conversão negociações;
     2. Método estáticos;
     3. Parâmetros opcionais.

1. **Aula 5 – TSC e StrictNullChecks:**
   1. Removendo comentários do código:
      1. Para evitar que o código JS da aplicação fique poluído com comentários, podemos colocar um "removeComments": true, desse modo, o compilador exclui todos os comentários que estão no código dos arquivos TS, deixando os JS totalmente limpos.
   2. StrictNullChecks:
      1. Aprendemos sobre atribuição de tipos as variáveis e classes, mas se quisermos podemos atribuir mais de um tipo às coisas, dizendo que elas podem ser números ou strings, por exemplo. Determinamos isso separando a tipagem por pipe (‘**|**’). O nome disso é unionTypes.
      2. O strictNullChecks é uma configuração do compilador que ao atribuirmos true verifica todo nosso código e dá erro ao tentarmos passar argumentos ou fazer atribuições de valores do tipo null, ou seja, nulos. Algo super importante para termos certeza que o código está correndo tudo perfeitamente.
      3. Caso queira que o que esteja sendo passado ou recebido realmente seja um valor nulo, podemos utilizar o unionTypes visto acima, dizendo que aquele elemento pode receber o tipo que já está sendo passado mais o tipo nulo.
   3. Suprimindo a checagem onde faz sentido:
      1. Casting explicito = transformação de um resultado, ou seja, de um tipo, forçadamente em outro tipo utilizando o as:

this.inputData = document.querySelector('#data') as HTMLInputElement;

* + 1. Podemos ainda forçar o método a converter o resultado assim:

this.inputQuantidade = <HTMLInputElement>document.querySelector('#quantidade');

* + 1. Não é o ideal a se fazer, a menos que você como programador garanta que está certo.
  1. Tratando null em nosso código:
     1. Outra forma de passar o código é criando condições que verifica se o código é nulo ou não:

if (form) {

form.addEventListener('submit', event => {

  event.preventDefault();

  controller.adiciona();

});

} else {

  throw Error('Não foi possível inicializar a aplicação. Verifique se o código existe.')

}